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ABSTRACT: The aim of agile principles is to develop small size software projects. There is no assistance how to tailor agile 

methodologies for the development of medium size and complicated software. There are several agile models proposed in the 

history of software engineering such as XP, Feature Driven Development (FDD), Adaptive Software Development (ASD) and 

Dynamic System Development Model (DSDM). It is extremely hard choice for a software company to select a suitable agile 

methodology to tailor it for in house development. There are several case studies reported about the experiences of agile 

software development by several researchers. There is still requirement to study and compare agile software development 

process models. The same is accomplished in this research by comparing agile models with their pros and cons. Further, XP 

and Scrum are compared by conducting two controlled case studies due to their widespread usage to estimate quality that 

which of the model is better than the other. Scrum is found to be more effective than XP by showing high quality. 
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1. INTRODUCTION 
Software engineering is a paradigm that is composed of 

methodologies, techniques and tools [1,2]. Methodologies 

are mainly divided into structured and object oriented. 

Object oriented is widely practiced in software companies 

from last several years due to its profound benefits over 

structured methodologies like reusability, time saving and 

less cost [3,4]. The most widely practiced object oriented 

methodologies are Rational Unified Process (RUP) and 

Agile. Agile methodologies are selected for this paper due to 

its popularity and active area of research [5,6]. Several 

controlled and industrial case studies are reported in the 

literature about the successful implementations of agile 

methodologies [2,6]. 

Agile methodologies focus mainly on agility to develop 

software timely and within budget. Agility is defined as to 

adapt changes during software development as per the needs 

to achieve success without compromising quality. Agile 

alliance defined twelve golden principles in 2001 to achieve 

successful software development [2,7]. 

 Customer satisfaction by providing increments at 

continues intervals of software development. 

 Deliver the first increment within two to three weeks 

and complete software within two to three months. 

 Continues interaction of customer and agile throughout 

software development. 

 Physical meetings between team and customer. 

 Customer has the privilege to provide new requirements 

and even change requirements at any stage of system 

development. 

 Faith and regard among agile team. 

 Measure the pace of the project at consistent intervals 

during the software development. 

 Good design always results into high quality. 

 Self-disciplined persons always produce high quality 

architecture and design. 

 Adaptation of team and process is required as per the 

conditions of software development. 

 Agile team must follows keep it simple (KIS) principle 

to design and develop software. 

 Dedicated team must be allocated to develop agile 

software. 

Twelve golden principles proposed by the agile alliance are 

difficult to meet in the current global software development 

environment following agile methodologies. Agile 

methodologies do not support distributed development 

teams, subcontracting, reusable component based 

development (CBD), sizeable development teams, safety 

critical projects, development of large and complicated 

software [8,9] and strong documentation [10,11]. 
The remainder of this paper is organized as follows: Section 
2 illustrates the related work. Section 3 covers the 
comparison of popular agile models. Section 4 provides the 
validation using two controlled case studies. Section 5 
illustrates the discussion to conclude the results. 
2. RELATED WORK 
Several case studies are documented to support the agile 
software development from last several years [6][12-14]. 
The case studies are conducted to complete projects between 
two to three months. Both qualitative and quantitative 
techniques are used to provide results. The results show that 
there must be a process to check the performance of team 
and procedures of software development to increase 
efficiency of both. It is also reported that agile practices 
decrease defect rate and increase productivity of software 
development. There is no evidence in any of the case studies 
that how to tailor agile methodologies for average and 
complex software projects. 
Another case study is reported to increase awareness of 
software developers about agile methodologies [15]. It is a 
Ph.D. dissertation and does not provide experimental results 
to manage the problems of software industry. 
The most popular agile methodologies are XP, Adaptive 
Software Development (ASD), Dynamic System 
Development Method (DSDM), Change-Oriented Life Cycle 
and Feature Driven Development (FDD) [16]. FDD  
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Table 1-The Comparison of Agile Methodologies 

Main Agile 

Methodologies 

Main Limitations 

XP [18-21] Main limitations of XP are poor 

documentation. It is also 

inappropriate for distributed teams, 

reuse and subcontracting and 

development of average and 

complex software. The success of 

XP mainly depends on the support of 

its stakeholders.  

Scrum [22-24] Scrum is mainly a management 

framework than a methodology. It 

doesn’t support for the development 

of large software and sizeable teams. 

Scrum also does not assist that how 

to complete an iteration in one 

month. 

DSDM [2][25] 

 

DSDM does not handle the 

engineering of average and complex 

projects. There is no support for the 

management of sizeable teams. 

There is a provision to compose 

DSDM with XP methodology but at 

the expense to manage limitations of 

XP that are infused into DSDM. 

Crystal Family 

[26] 

Geographically distributed teams are 

not supported by Crystal family of 

models. More work is needed to 

measure usefulness of Crystal family 

of methodologies for the engineering 

of all types of projects. 

FDD [27] FDD is the most recently proposed 

methodology as compared to other 

agile methodologies. More 

validation is required to be widely 

practiced in software industry. 

methodology is supported by reporting a case study of 
fifteen months project. The core objective of the case study 
is to show the role of agile team on a successful software 
project. The case study further reports how to decrease the 
pressure and danger of agile methodologies on agile teams 
and projects. It is also discussed that it is hard to manage 
large projects with sizeable teams using agile 
methodologies. It is also recommended that maximum team 
size is nine persons following agile methodologies. The case 
study does not report enough information that how FDD 
methodology is implemented over 15 months project to 
achieve success [16]. 
It is reported that transition, from traditional to agile 
methodologies, has a strong impact to entire software 
company groups including developers, managers and admin 
[17]. Following are the results of case study [17]. 
 Agile projects may fail in the presence of such team 

members who are too anxious or against to implement 
rapid changes. 

 Agile projects are also in danger if managers do not 
communicate with their teams on daily basis to fix their 
problems.  

 Agile project also fails if transition from traditional to 
agile methodology is not steady. 

 Agile teams may fail in case of switching from 
collocated teams to distributed teams without training. 

 The skills of a successful team are expertise, analytical, 
management, teamwork, goal centric, faith, regard and 
self-discipline.  

 It is necessary to organize agile team in such a way that 
programmers and testers are sitting together to improve 
agility and fix the bugs immediately as reported. 

 It is required to consider as a condition using agile 
methodologies that top management of software 
company does not commit unrealistic deadlines to a 
customer without taking confidence to its teams to 
achieve success. 

The results are just guidelines based on the experiences of 
selected case studies and these are tested in other settings to 
generalize the results [17]. Changes are accepted throughout 
the software development using agile methodologies. There 
is always uncertainty for agile or non agile project that it will 
be successful or not. The uncertainty even further increase if 
team is using agile methodology first time. The chances of 
success highly depend on the fact that how much team 
adapts to changes facing during the agile project. 
Main limitations of XP are poor documentation. It is also 
inappropriate for distributed teams, reuse and subcontracting 
and development of average and complex software. The 
success of XP mainly depends on the support of its 
stakeholders [18-21]. Scrum is mainly a management 
framework than a methodology. It doesn’t support for the 
development of large software and sizeable teams. Scrum 
also does not assist that how to complete an iteration in one 
month [22-24]. 
DSDM does not handle the engineering of average and 
complex projects. There is no support for the management of 
sizeable teams. There is a provision to compose DSDM with 
XP methodology, but at the expense to manage limitations 
of XP that are infused into DSDM [2,25]. Geographically 
distributed teams are not supported by Crystal family of 
models. More work is needed to measure usefulness of 
Crystal family of methodologies for the engineering of all 
types of projects [26]. FDD is the most recently proposed 
methodology as compared to other agile methodologies. 
More validation is required to be widely practiced in 
software industry [27]. 
A customized XP methodology is proposed to implement a 
problem-solving information system [28]. It is an integrated 
methodology that is a combination of XP and tailored 
Waterfall methodologies. The aim to propose the customized 
methodology to develop knowledge based systems following 
agile principles and practices to decrease time and cost of 
development. It is too early to predict the effectiveness of 
customized XP methodology because the problem-solving 
system is under construction. 
Two case studies are presented using adapted XP model [29-
31]. A case study is performed in IBM for twelve months 
time. Second case study is performed in Sabre Airline 
Solutions for ninety days. The adapted XP model is named 
as extreme programming evaluation framework (XP-EF). A 
feedback loop is introduced in XP-EF to estimate the 
performance of agile team and practices. More work is 
required that XP-EF meets the XP adherence metrics. Both 
case studies cannot be used as a standard to apply XP-EF in 
other settings because of following reasons. 
 The teams in both case studies were well experienced to 

apply agile methodologies. 
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 There was complete management assistance to conduct 
both case studies [29-31]. 

3. COMPARISON OF AGILE METHODOLOGIES 
Plan, Design, Code and Test are four phases of XP 
methodology [2]. It is suggested using the core principles 
and lessons learned from its ancestor methodologies [18]. 
Following are the two main concepts derived from the 
previous methodologies. 

 A project is always planned based on the user stories 
those are depending on the uses cases like the Rational 
Unified Process (RUP) [2,18]. 

 XP is incremental like its ancestor evolutionary 
methodologies [2,18]. 

The main advantages of XP methodology are timely 
delivery, economical, refactoring and appropriateness for the 
development of small size software using small size teams 
[2,18]. Improve the architecture and program using 
Refactoring method throughout the SDLC. The main 
limitation of XP methodology is inappropriate for the 
development of average and complex software due to poor 
documentation. It does not support to reuse due to fast 
delivery cycle. Global software development and 
subcontracting are also not supported using XP [8]. XP has 
good engineering practices, but lacks in management 
practices. The successful XP stories show that it requires full 
assistance from its stakeholders [8,18]. 
The term ‘Scrum’ is used in Rugby game [2]. The Scrum 
methodology is suggested in the early nineteen nineties [2]. 
Scrum is more like a framework than a methodology. It is 
strong in management practices. Product backlog, sprint 
backlog, effort estimation, sprint meetings, daily meetings 
and burndown chart are the main activities of Scrum [2]. 
Scrum master, Product owner and Scrum teams are the main 
roles using Scrum. Scrum supports to implement small scale 
using five to seven team members [23]. The main limitation 
of Scrum is inappropriate for the development of average 
and complex software projects [22]. Scrum does not support 
to large size teams. There is no recommendation that how to 
apply Scrum to complete a sprint using 30 days release cycle 
[32]. 
DSDM methodology is introduced in nineteen ninety four 
[25]. DSDM is similar to Scrum with respect to team size. It 
works with small teams. DSDM has shown its effectiveness 
to develop business applications. DSDM is ineffective to 
develop scientific or engineering applications [25]. It is 
highly effective to develop small size projects. DSDM is 
inappropriate for the development of average and complex 
projects. The principles and practices of DSDM are 
monitored, controlled and improved by a consortium [32]. 
DSDM has the privilege to enrich its benefits by composing 
with other agile methodologies like XP. The limitations of 
XP are also inherited into DSDM [2]. 
Highsmith and Cockburn proposed Crystal methodologies 
[21]. Crystal methodologies are grouped into three types, 
i.e., Clear, Orange and Orange Web [26]. Business 
applications, with less than 6 team members, are developed 
using Crystal Clear. Engineering and scientific applications 
are developed using Crystal Orange. The recommended 
team size is 10 to 40 members to use Crystal Orange 
methodology [26]. There is no application/case study 

reported using Crystal Orange Web in the current literature 
[26]. It is proposed to develop  

Table 2-The Data of Two Controlled Case Studies 

Items XP Scrum 

Type of Information System Library Payroll 

Team size 6 6 

Calendar Time (weeks) 5 5 

Releases 4 4 

Total Tasks defined 96 82 

Total work effort (h) 1260 1000 

Team Productivity 41 46 

Post release defects 20 16 

Customer Satisfaction 82% 85% 

parallel applications [26]. Crystal methodologies are 
proposed with the intension to provide a selection to the 
software companies that they can pick an appropriate 
methodology as per the type of project [26]. The main 
limitation of Crystal methodologies is that these 
methodologies are still at the stages of not more than 
proposals. Empirical validations are required to test Crystal 
methodologies to conclude solid results (using qualitative 
and quantitative techniques) before these methodologies can 
be applied in industrial settings [32]. There is no support for 
global software development using Crystal methodologies 
because of recommended closed physical interaction among 
team members [32]. 
Five procedures are proposed in FDD instead of SDLC 
phase [27]. An empirical study is conducted in the nineteen 
nineties by applying FDD on an enterprise planning system 
[27]. The results recommend that FDD can also be applied to 
maintain software [27]. FDD inherits the common 
limitations those are found in other agile methodologies 
[32]. More controlled case studies are required to test FDD 
methodology to generalize the results before it can be 
applied in software industry for the development of 
commercial software. It is discussed in [32], there is no 
notably work found about the successful implementations of 
FDD in software industry.  
A comparison of the main limitations of commonly 
practiced agile methodologies is shown in Table 1. The 
existing literature shows that XP and Scrum are the most 
commonly used agile methodologies [2][18]. To show the 
effectiveness of agile models, XP and Scrum are selected in 
this research to conclude the results by conducting two 
controlled case studies. 
4. VALIDATION 
Two controlled case studies are conducted, i.e., one for 

Scrum model and second for the XP model. Both case 

studies are conducted in the premises of COMSATS 

Institute of Information Technology, Lahore, Pakistan. A 

team of six members are selected to conduct both case 

studies to generalize the results. The details of both case 

studies are provided in the sub sections 4.1 and 4.2. Table 2 

shows the results of XP and Scrum case studies.  

4.1 Scrum Case Study 
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The basic purpose of conducting the case study is to build a 

system following the Scrum methodology. The duration of 

case study was five weeks. The case study is used to develop 

a financial system. The principles and practices of Scrum 

methodology are followed to complete the first four 

iterations of financial system to infer the results. The team 

has already completed the term projects during Software 

Engineering I and II courses, but it is the first experience of 

team to implement the Scrum. Therefore, a training program 

is arranged at the start of case study to literate the team 

about the principles and practices of Scrum. The practices 

covered during training are sprint zero, product backlog, 

sprint backlog, sprint planning meeting, daily scrum 

meeting, sprint review meeting, and sprint retrospective. The 

Scrum team is composed of six members i.e., Scrum master, 

3 designers/developers and 2 testers. Scrum master is 

responsible to handle team. Scrum master acts the role of 

product owner as well. Rational Rose, Net Beans, My SQL, 

J-Unit, and Ireport tools are applied during the case study.  

4.2 XP Case Study 
The length of XP case study is five weeks. The case study is 

used to develop an online Library Management System 

(LMS). The results are accomplished using the first four 

iterations of LMS. A training program is organized for the 

team to get familiar with XP principles and practices. The 

team already has the experience to implement agile 

development using Scrum case study in terms of procedures, 

roles and artifacts. The main practices covered during 

training are keep it simple (design, code and 

documentation), worked in pairs, automated testing, 

integrate immediately after completion, code following 

standards and on-site customer.  

 

5. DISCUSSION OF THE RESULTS 
Table 2 shows that a team of six members is selected to 

develop Payroll and Library systems of an educational 

institute using Scrum and XP subsequently. The results are 

concluded on the first four iterations of two case studies. The 

results are shown on the average of first four iterations. 

Calendar time is five weeks for the accomplishment of four 

releases. The results show that ninety six tasks are allocated 

using the XP as compared to eighty two tasks using the 

Scrum. XP consumed twelve sixty hours whereas Scrum 

utilized one thousand hours work effort. Productivity is 

calculated using user stories per person month in both case 

studies. XP shows low productivity as compared to Scrum 

i.e., 41 vs. 46. XP shows twenty post release defects as 

compared to sixteen using the Scrum. Scrum shows high 

customer satisfaction as compared to XP i.e., 85% vs. 82%. A 

survey is conducted from the customer after each release to 

calculate satisfaction. 

The results indicate that Scrum has high quality as compared 

to XP due to it’s a better management practices. XP 

completes more number of tasks in the same calendar time 

but at the expense of high work effort using the same team 

size. Thus Scrum is a better model than XP inferring from the 

results of two case studies.           

 

6. CONCLUSION 

There are several agile models proposed from last several 

years. It is a difficult choice for a software company to select 

a suitable model following agile principles. The aim of this 

research is to compare agile model with their pros and cons to 

facilitate project managers. XP and Scrum are the most 

widely practiced agile models. Two controlled case studies 

are conducted, i.e., one for XP and second for Scrum. The 

objective is to compare the strengths and weaknesses of XP 

and Scrum. Scrum shows significant performance over XP by 

showing lesser number of defects and more customer 

satisfaction. 
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